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 Chapter 14 - NotesPointers
 I. Pointer Data Type & Pointer Variables
 A. Definition and Explanation
 1. Remember that in Chapter 2, data types were classified into 3 categories:
 * Simple* Structured* Pointers
 2. A data type is defined as a set of values along with a set of operations forthose values.
 3. The values that are a part of the pointer data type are the memoryaddresses of your computer's main memory.
 4. There is no name associated with the pointer data type in C++ (which istrue for most other programming languages). In other words, you do nottype a name to indicate that you are declaring a pointer variable.
 5. A pointer variable is a variable whose content is an address of a memorylocation in your main memory.
 B. Declaring Pointer Variables
 1. When you declare a pointer variable, you must also specify the data type ofthe value to be stored in the memory location pointed to by the pointer.
 2. Syntax to declare a pointer variable: dataType * identifier ;
 Examples: int * ptr ;char *chPtr ;
 3. In the above examples, ptr and chPtr are both pointer variables. Thecontent of ptr, when initialized, will hold an address that will be able tostore an integer value. The content of chPtr, when initialized, will hold theaddress that will be able to store a character value.
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 4. NOTE: The asterisk (*) is the symbol that indicates that theidentifier is actually a pointer variable. This asterisk may beanywhere between the data type and the identifier (variablename) as follows:
 int* ptr ;int *ptr ;int * ptr ;
 All of the above are acceptable syntax.
 5. ALSO : The asterisk must precede each variable name declaration.
 If you wanted to declare two pointer variables for the integer data type,then your statement would look similar to the following example:
 int *ptr1, *ptr2 ;
 If you wanted to declare one pointer variable and one integer variable, thenthe syntax would look like the following:
 int * ptr1, p2 ;
 6. Once you declare a pointer variable of a certain data type, then that pointervariable can store the address to any variable of that data type
 Example: int * ptr ;int num1, num2, num3 ;
 Based on the above example, the pointer variable ptr can store the addressfor num1 or num2 or num3, because they have all been declared asinteger variables.
 II. Address of Operator (&)
 A. The ampersand (&) in C++ is called the address of operator and is a unaryoperator (takes only one operand). This operator returns the memory address of itsoperand (normally, a variable).
 B. Example: int num ; ³creating a variable of type integerint *ptr ; ³creating a pointer variable that stores the address
 of a variable declared as type integerptr = & num ; ³assigns the memory address of num into the
 pointer variable ptr
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 III. Dereferencing Operator (*)
 A. Dereferencing Operator or Indirection Operator is a unary operator signifiedby the asterisk (*) followed by the unary operand (normally, a pointer variable).
 1. When the asterisk (*) is used as a binary operator, it is the multiplicationoperator.
 B. The result of using the dereferencing operator is that it refers to the object (ordata) that it is pointing to.
 C. Example: Given the statements:int num = 25 ;int * ptr ;ptr = & num ;
 Then with the following statement:
 cout << *ptr << endl ;
 I am actually printing to the screen the value 25 . Why? Becausethe dereferencing operator is saying ÷ Go to the address storedin the pointer variable and get a copy of the value stored in thataddress.
 D. I can also use the dereferencing operator in the following manner:
 Example: Given the statements:int num ;int * ptr ;ptr = & num ;
 Then I can write this statement: * ptr = 55 ;
 Which saves the value 55 into the address that is saved in ptr,which is the address to the variable num. In other words, it is around-a-bout way to save the value 55 into the variable num.
 If another statement is added; cout << num ; ....then the value 55would be written to the screen, even though an assignmentstatement was never written placing the value 55 directly into thevariable num.
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 E. Perhaps it is easier to understand using visual aides:
 1. The declaration statement:
 int * ptr ;
 Associates the name ptr to the addressposition 12000 in the main memory. Novalue is stored in that position yet.
 2. The declaration statement:
 int num ;
 Associates the name num to the addressposition 18500 in the main memory.Again, no value has been stored in it yet.
 3. Now let's initialize the variable num:
 num = 78 ;
 This statement now stores the value 78into the variable num which is located atmemory address 18500.
 var name address Main Memory
 :
 ptr 12000
 :
 18500
 :
 var name address Main Memory
 :
 ptr 12000
 :
 num 18500
 :
 var name address Main Memory
 :
 ptr 12000
 :
 num 18500 78
 :
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 4. Now we can put a value into our pointer variable with the followingstatement:
 ptr = & num ;
 This statement stores the memory addressof the variable num (18500) into thepointer variable ptr at memory address12000.
 5. Now let's try to assign the value 24 to the variable num (address position18500) by using the dereferencing operator (*).
 * ptr = 24 ;
 Since we are assigning the value 24 to theaddress that is stored in our Pointervariable ptr, we are really assigning it tothe memory position 18500.
 6. OK, let's summarize what we have done so far.
 a. & ptr , ptr , and *ptr all have different meanings.
 i. & ptr means the address of ptr - in the above examples, itwould be the memory address 12000.
 ii. ptr means the content of ptr - which in the above examplesis the memory address 18500 (the address of the variablenum).
 iii. * ptr means the content of the memory address stored inthe pointer variable ptr, which is the value 24, as of our lastexample. In other words, look in the memory associatedwith the variable ptr and you will find an address...go tothat address and it is the value stored there in which we arereferring.
 var name address Main Memory
 :
 ptr 12000 18500
 :
 num 18500 78
 :
 var name address Main Memory
 :
 ptr 12000 18500
 :
 num 18500 24
 :

Page 6
                        

-6-
 IV. Classes, Structs, and Pointer Variables
 A. Besides Simple Data Types like int, float, char, and bool, you can create a pointervariable to other data types, such as structs and classes.
 B. Consider the following snippet of code:
 struct studentType{
 char name[26] ;double gpa ;int sID ;char grade ;
 } ;
 C. The above code defines a struct by the name of studentType. We can now createa variable of that type struct and a Pointer variable for that type struct with thefollowing code:
 studentType student ;studentType *studentPtr ;
 D. The following statement stores the address of student into the pointer variablestudentPtr.
 studentPtr = & student ;
 E. Now we can write a statement that stores the value 3.9 into the component gpa ofthe object (variable) student:
 ( *studentPtr ) . gpa = 3.9 ;
 F. Let's now stop and interpret what just happened in the previous statement.
 1. The expression ( *studentPtr ) . gpa is a mixture of pointer dereferencingand the member component selection. Parenthesis are put around thedereferencing portion because the dot operator has a higher precedencethan the dereferencing operator.
 2. The operator * evaluates first and therefore the expression *studentPtrevaluates first. *studentPtr refers to a memory space of typestudentType, which is a struct with the variable name student.
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 3. Since the variable student is of type studentType, it has a member calledgpa .So the statement ( *studentPtr ) . gpa refers to the struct membergpa in the object (variable) student.
 4. The parenthesis in the above statement are important, because withoutthem, the statement *studentPtr.gpa would result in a syntax error. This isbecause there is no member variable to the Pointer variable studentPtr.There is only a member variable to the variable studentPtr is pointing to.
 G. To simplify the accessing of class or struct components via a pointer, C++provides another operator, called the member access operator arrow.
 1. The member access operator arrow ( -> ) is a dash (or hyphen) followedby the "greater-than" sign.
 2. Syntax: pointerVariable -> classMemeberName
 3. Example: So instead of writing: ( * studentPtr ) . gpa = 3.9 ;
 We can write: studentPtr -> gpa = 3.9 ;
 4. The member access operator arrow is generally more accepted since iteliminates the use of both parenthesis and the asterisk (both of which haveother uses). The book and chapter notes will also use the member accessoperator arrow from here on.
 5. In order to get a clearer understanding of the use of the member accessoperator arrow , the following is an example of a program with a classand main function that uses pointers and member access operator arrows.
 class classExample{
 public:void setX ( int a ) ;// Function to set the value of x// Postconditon: x = a ;
 void print ( ) const ;// Function to output the value of x
 private:int x ;
 } ;
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 // Class member function definitons.
 void classExample:: setX ( int a ){
 x = a ;}
 void classExample::print ( ) const{
 cout << "x = " << x << endl ;}
 // The Main Function
 int main ( ) {
 classExample *cExpPtr ;classExample cExpObject ;
 cExpPtr = & cExpObject ;
 cExpPtr->setX(5) ;cExpPtr->print( ) ;
 system("pause") ;return 0;
 }OUTPUT
 x = 5
 V. Initializing Pointer Variables
 A. C++ does not automatically initialize pointer variables.
 B. If the programmer does not want the newly declared pointer variable to point toanything, then they must explicitly do so by assigning the value zero (0) or thereserved word NULL. Notice that the word NULL is in all capital letters.
 C. Example: ptr = 0 ; OR ptr = NULL ;
 D. The number zero (0) is the only number that can be directly assigned to a pointervariable.
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 VI. Dynamic Variables
 A. Definition: Variables that are created during program execution are calledDynamic Variables.
 B. C++ implements dynamic variables with the use of pointers.
 C. Two other operators are also necessary: new and delete (reserved words)
 D. The Operator new
 1. new has two forms:
 a. To allocate a single variable
 b. To allocate an array of variables
 2. Syntax:
 new dataType ; // To allocate a single variable
 new dataType[intExp] ; // To allocate an array of variables// intExp must evaluate to a pos. int.
 3. The operator new allocates memory (a variable) of the designated datatype and returns a pointer to it – that is, the address of this allocatedmemory. NOTE: The newly allocated memory is uninitialized.
 4. Given the following code:
 int * ptr1 ;char * ptr2 ;int x ;
 The statement => ptr1 = & x ; ....stores the address of x into thepointer variable ptr1 but no new memory was allocated that hadn't alreadybeen declared in the three above statements.
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 5. Now let's look at the following statement, in conjunction with the threepreviously declared variables, and consider what is happening:
 ptr1 = new int ;
 6. The above statement creates a variable during program execution somewhere in memory and stores the address of that allocated memoryinto the pointer variable ptr1.
 a. The newly allocated memory pointed to by the variable ptr1 canonly be accessed via pointer dereferencing ---- namely *ptr1 .
 7. Again, using the three previously declared variables, let's create an array oftype char during program execution.
 ptr2 = new char[16] ;
 8. The above statement creates a base address for an array of characters andstores that address into the pointer variable ptr2.
 9. *Because a dynamic variable is unnamed, it cannot be accessed directly.It is accessed indirectly by the pointer variable where the address to thenewly created memory was stored.
 10. Here is a snippet of code that illustrates the above concept:
 Line 1: int * ptr ;Line 2: char * charPtr ;Line 3: string * strPtr ;
 Line 4: ptr = new int ;
 Line 5: * ptr = 28 ;
 Line 6: charPtr = new char[5] ;
 Line 7: strcpy ( *charPtr , "John" ) ;
 Line 8: strPtr = new string ;
 Line 9: * strPtr = "Sunny Days" ;
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 a. Lines 1 through 3 create three pointer variables of their respectivetype; int, char, and string.
 b. Line 4 allocates new memory of the type int and stores the addressto that new memory into the pointer variable ptr.
 c. Line 5 assigns the value 28 to the address in memory that thepointer variable, ptr, is storing.
 d. Line 6 allocates new memory for a character array and store thataddress into the pointer variable charPtr.
 e. Line 7 assigns the string "John" to the character array pointed to bythe variable charPtr.
 f. Line 8 allocates new memory of the type string and stores theaddress for that memory into the pointer variable strPtr.
 g. Line 9 assigns the string "Sunny Days" to the address pointed to bythe pointer variable strPtr.
 D. The Operator delete
 1. The operator delete deallocates memory that is pointed to by the pointervariable. In other words, it makes that memory available again for someother use.
 2. To understand how the delete operator works, it is best to show anexample:
 Suppose we have the following statements:
 Line 1: ptr = new int ;Line 2: * ptr = 54 ;Line 3: ptr = new int ;Line 4: * ptr = 73 ;
 3. Notice what the above statements actually do:
 a. Line 1 allocates new memory of the type integer and saves theaddress to the pointer variable ptr.
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 ptr = new int ;
 b. Line 2 stores the value 54 into the allocated memory pointed to bythe variable ptr.
 * ptr = 54 ;
 c. Now another piece of memory is allocated and its address saved tothe variable ptr.
 ptr = new int ;
 var name address Main Memory
 ptr 1200 1500
 :
 1500
 :
 :
 var name address Main Memory
 ptr 1200 1500
 :
 1500 54
 :
 :
 var name address Main Memory
 ptr 1200 1750
 :
 1500 54
 :
 1750
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 e. Finally, line 4 assigns the value 73 to the memory location pointedto by the variable ptr.
 * ptr = 73 ;
 4. In the above series of statements, the memory location that is storing thevalue 54 no longer has a pointer variable storing its address. Therefore,that address and the value stored in it are no longer accessible but thememory is still allocated. This is called memory leak..
 5. If the above series of statements were done in a program thousands oftimes, say in a loop, then your program would be wasting valuablememory.
 6. In order to prevent memory leak, C++ provides the delete operator.
 7. Delete Operator Syntax: delete pointerVariable ; // for a variable
 delete [ ] pointerVariable ; // for an array
 8. Example: delete ptr ;delete [ ] arrayPtr ;
 9. Please understand that YOU ARE NOT DELETING THE POINTERVARIABLE, you are only deallocating the memory space that the pointervariable was storing.
 10. After you have used the delete operator, the address to that memory maystill be in your pointer variable until you initialize it with a NULL oranother memory address.
 a. In the above case, that pointer is said to be dangling until it has anew address or NULL stored into it..
 var name address Main Memory
 ptr 1200 1750
 :
 1500 54
 :
 1750 73
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 VII. Operations on Pointer Variables
 A. The operations allowed on pointer variables are:
 1. The assignment operator ( = ).
 2. Relational operators ( = =, !=, <, >, <=, >= ).
 3. Some limited arithmetic operations
 B. The value of one pointer variable can be assigned to another pointer variable ofthe same type.
 1. Example:int *ptr1, *ptr2 ;int num ;ptr1 = & num ;
 ptr2 = ptr1 ; ³ This is legal.
 C. You may test to see if two pointer variables are storing the same memory addressas follows:
 if ( ptr1 = = ptr2 ) ....OR
 if ( ptr1 != ptr2 )...
 D. Arithmetic operations on pointer variables are limited to addition and subtractionof integers and correlate to the size of the memory location being pointed to.
 1. For instance, if the variable ptr1 is suppose to point to a memory spacethat stores an integer, then the statements:
 ptr1++ ; OR ptr1 = ptr1 + 1 ;
 Both increment the memory address by 4 bytes, because an integer isstored in 4 bytes. Thus the incrementation is not adding the value one (1)the previous address, but adding enough bytes for another integer (or thesize of the data being pointed to).
 2. Subtraction works the same way.
 3. In summary, when an integer is added to a pointer variable, the value ofthe pointer variable is incremented by the integer times the size of thememory that the pointer is pointing to. The same is true with subtraction.
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 4. Pointer arithmetic is VERY DANGEROUS. Care must be taken not topoint the variable to some memory being used by another variable in youror another's program.
 VIII. Dynamic Arrays
 A. Static vs. Dynamic Arrays
 1. Static arrays have their size fixed at compile time.
 a. The disadvantage here is that if the data set increases or decreasessubstantially, the source code must be changed and recompiledbefore it can be used again.
 2. Dynamic arrays are created during the execution of the program.
 a. The advantage here is that the user can designate the array sizedependent on the size of the data set while the program isexecuting. No source code change or recompiling is necessary.
 B. Dynamic arrays are implemented with the use of pointer variables and theoperator new.
 1. Example: int * ptr;ptr = new int [10] ;
 2. The above statements allocate 10 contiguous memory locations of typeinteger. The first memory location (or the base address) of the array isstored in the pointer variable.
 3. To store a value in index position zero (0) of this array, you would writethe following statement:
 *ptr = 25 ;
 4. To store a value at index position one (1) in this same array, you wouldwrite the following statements:
 ptr ++ ;*ptr = 35 ;
 5. Notice that incrementing the pointer variable changes the memory addressto index position one (1). Thus, by using the increment and decrementoperators, you can access the different index positions of the dynamicarray.
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 6. After incrementing or decrementing a few times up and down the array, itwould be easy to lose track of where you are in the array. Therefore, C++allows the use of standard array notation on pointer variables to arrays.
 a. For example: ptr [ 0 ] = 25 ;ptr [ 1 ] = 35 ;
 stores the values to their corresponding index positions withoutincrementing the pointer variable.
 7. With the use of a dynamic array, I can now allow the user to declare thesize of the array during execution in the following manner:
 int *arrayPtr ;int aSize ;
 cout << "Enter an integer for the size of the array: " ;cin >> aSize ;
 arrayPtr = new int [ aSize ] ;
 8. You can now access the above array just like you would a static array:
 Example: arrayPtr [ 5 ] = 56 ;
 C. Functions and Pointers
 1. A pointer variable can be passed to a function either by value or byreference.
 2. You use the same mechanism (syntax) as you would with a static variable.
 3. Example:void example ( int * & intPtr , double * floatPtr ){
 ::
 }
 4. In the example above, the argument is (should be) a pointer variable to aninteger data type. Therefore, the corresponding formal parameter, intPtr,must be declared as a pointer variable to an integer data type. Additionally,it is being passed by reference by use of the '&' operator.
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 a. NOTICE: The asterisk (*) always comes before the '&'operator when passing a pointer variable byreference.
 5. Also in the example above, the formal parameter, floatPtr, is beingdeclared as a pointer variable to a double data type. It is being passed byvalue.
 D. Pointers and Function Return Values
 1. In C++, the return type of a value-returning function can be a pointer.
 2. Example: int * testExp ( .... , ..... ){
 ::
 }
 3. In the above example, the return type must be a pointer of type int.
 E. Dynamic Two-Dimensional Arrays
 1. There are various ways you can create dynamic two-dimensional arrays.
 2. Here is one example: int * board [ 4 ] ;
 a. This statement declares the variable board to be an array of four(4) pointers where each pointer is of type int.
 b. Because each index position in the array board are pointers, youcan now use these pointers to point to a dynamic array as follows:
 for ( int row = 0; row < 4 ; row++ ){
 board [ row ] = new int [ 6 ] ;}
 c. After the execution of this for-loop, board now becomes a two-dimensional array of 4 rows and 6 columns.
 d. In the above example, board is not a true dynamic array. Thenumber of columns can be determined during execution, but thenumber of rows was fixed at compile time.
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 3. Here is an example of a true dynamic two-dimensional array:
 int * * board ;
 a. The above statement declares board to be a pointer to a pointer.(And you thought you were confused before)
 b. In other words, board and * board are pointers. Board can storethe address of a pointer or an array of pointers of type int, and*board can store the address of an int memory space or an array ofint values.
 c. To create an array of 10 rows and 15 columns from the pointervariable board, we do the following:
 board = new int* [ 10 ] ;
 d. Then use the following for-loop to create the columns:
 for ( int row = 0 ; row < 10 ; row ++ ){
 board [ row ] = new int [ 15 ] ;}
 e. To access the various components of board, we can use the normalarray subscripting notation discussed in Chapter 9 for static arrays.
 board [ 3 ] [ 2 ] = 25 ; // assign the value 25 to row 3, column 2
 f. NOTE that the number of rows and the number of columns for thevariable board can be determined at run time by prompting theuser for those two values, saving them in variables, then usingthose variables when declaring the pointer variable board.
 g. On the following page is an example program that implements atrue dynamic two-dimensional array using the variable nameboard.
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 #include <iostream>#include <iomanip>using namespace std;
 void fill ( int **p , int rowSize , int columnSize ) ;void print ( int ** p , int rowSize , int columnSize ) ;
 int main ( ){
 int ** board ;int rows ;int columns ;
 cout << "Enter the number of rows and columns: " ;cin >> rows >> columns ;cout << endl ;
 // create the rows of boardboard = new int * [ rows ] ;
 // create the columns of boardfor ( int row = 0 ; row < rows ; row++ )
 board [row] = new int [ columns ] ;
 // insert elements into boardfill ( board , rows, columns ) ;
 cout << "Board: " << endl ;
 // Output the elements of boardprint ( board , rows, columns ) ;
 system("pause") ;return 0 ;
 }
 void fill ( int **p , int rowSize , int columnSize ){
 for ( int row = 0 ; row < rowSize ; row++ ){
 cout << "Enter " << columnSize << " number(s) for row " << "number " << row << ": " ;for ( int col = 0 ; col < columnSize ; col++ )
 cin >> p [row][col] ;
 cout << endl ;}
 }
 void print ( int ** p , int rowSize , int columnSize ){
 for ( int row = 0 ; row < rowSize ; row++ ){
 for ( int col = 0 ; col < columnSize ; col++ )cout << setw(5) << p[row][col] ;
 cout << endl ;}
 }
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 Sample Output(User input is in green)
 Enter the number of rows and columns: 3 4
 Enter 4 number(s) for row number 0: 1 2 3 4
 Enter 4 number(s) for row number 1: 5 6 7 8
 Enter 4 number(s) for row number 2: 9 10 11 12
 Board:1 2 3 45 6 7 89 10 11 12
 IX. Shallow vs. Deep Copy and Pointers
 A. When two pointer variables of the same type are pointing to the same memorylocation, this is known as a shallow copy.
 1. Example: int * ptr1 ;int * ptr2 ;
 ptr1 = new int ;*ptr1 = 60 ;
 ptr2 = ptr1 ;
 a. ptr2 is said to be a shallow copy of ptr1 (and visa versa) becausethey are both pointing to the memory address storing the value 60.
 2. The reason this is important has to do with the delete operator.
 3. If we now have the following statement: delete ptr2 ; then the memoryaddress storing the value 60 is deallocated and neither ptr2 nor ptr1 arenow pointing to any memory address. They are both said to be dangling.
 B. A deep copy is a true copy and avoids the problem associated with the deleteoperator.
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 1. Example: int * ptr1 ;int * ptr2 ;
 ptr1 = new int ;*ptr1 = 60 ;
 ptr2 = new int ;
 ptr2 = *ptr1 ;
 2. Notice that ptr2 is pointing to a totally different memory address than ptr1,and both memory addresses for ptr1 and ptr2 are storing the same value.This is a deep copy.
 3. Now, if you use the delete operator on ptr2, the memory for ptr1 is NOTdeallocated and remains valid.
 X. Classes and Pointers: Some Peculiarities
 A. Destructor
 1. It is possible to have a pointer variable as a member variable to a class.This can pose a potential problem when an object of that class goes out ofscope (terminates). While the memory for the regular member variablesare freed up to be used again, the memory being pointed to by the pointervariable is still allocated creating memory leak.
 2. The question is how to prevent memory leak when a class objectcontaining a pointer variable terminates.
 3. This is where the destructor to a class is useful. The destructor functionexecutes just prior to the object going out of scope or terminating. We canmake good use of this to prevent memory leak.
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 4. Given the following class definition:
 class pointerDataClass{
 public:::~ pointerDataClass ( ) ;
 private:int x ;int lenP ;int * ptr ;
 } ;
 5. We can now define our destructor function as follows:
 pointerDataClass :: ~pointerDataClass ( ){
 delete [ ] ptr ;}
 6. Now we can deallocate the memory pointed to by our object's pointervariable as the object is terminated (goes out of scope) and we preventmemory leak.
 B. Assignment Operator
 1. Another potential problem with pointer variables is how the assignmentoperator functions.
 2. Recall that one of the two operators that work with class objects is theassignment operator. One object can be assigned (copied) to another objectof the same class.
 3. If the class type consists of one or more pointer variables, then theassignment operator is actually making a shallow copy of the pointervariable and not a deep copy.
 4. The reason this is a problem is because when one object goes out of scope(terminates) and uses its destructor function to deallocate the memorypointed to by its pointer, the pointer variable of the other object will nolonger be pointing to a valid memory address.
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 5. It is best demonstrated with an example using the above pointerDataClass:
 pointerDataClass objectOne , objectTwo ;
 Now assume that we have the following values in ObjectOne:
 6. Notice that the pointer variable ptr in objectOne is pointing to an array ofnumbers.
 7. Now we can assign the values from objectOne to objectTwo and see whathappens.
 objectTwo = objectOne ;
 ObjectOne
 x 8
 lenP 50
 ptr
 ObjectTwo
 5 36 24 15 .....
 ObjectOne
 x 8
 lenP 50
 ptr
 ObjectTwo
 x 8
 lenP 50
 ptr
 5 36 24 15 .....
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 8. Notice that the pointer variable in objectTwo is pointing to the exact samememory address holding the exact same array of numbers as objectOne.
 9. If objectOne terminates (goes out of scope), then the destructor functionin the class will deallocate the memory holding the array of numbers beingpointed to by objectOne's ptr variable. The ptr variable in objectTwo willbe left pointing to deallocated memory as in the following illustration:
 C. Copy Constructor
 1. The copy constructor automatically executes in three situations:
 a. When an object is declared and initialized by using the value ofanother object.
 b. When, as a parameter, an object is passed by value.
 c. When the return value of a function is an object.
 2. In all three of the above situations, there is danger of a shallow copyoccurring for a pointer variable.
 3. If the programmer is aware of these situations, proper constructors can bewritten that will create deep copies and avoid the possibility of memoryleak and dangling pointers.
 ObjectTwo
 x 8
 lenP 50
 ptr
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 XI. Address of Operator and Classes
 A. The "address of" operator (&) is also used to create aliases to an object.
 B. The following example illustrates this:
 int x ;int & y = x ;
 1. The first statement declares x to be an int variable.
 2. The second statement declares y to be an alias of x. In other words, both xand y refer to the same memory location.
 3. Therefore, the statement y = 25 ; sets the value of y to 25 and since xpoints to the same memory, x is also set to the value 25.
 4. Any changes done to the variable y are also being done to the variable x ,because they are actually referring to the same memory location.
 C. The "address of" operator (&) can also be used to return the address of a privatemember variable of a class. It is a way to circumvent to the private label to themember variable of a class.
 1. We will not be covering this aspect of the "address of" operator due to alack of time.
 2. This method of accessing a private member variable to a class is very riskyand dangerous and should only be used when the programmer has athorough understanding of what is happening.
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